![A blue and orange logo

Description automatically generated](data:image/png;base64,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)

#### UNIVERSITY OF BOLTON BSC COMPUTING

**COURSEWORK SUBMISSION FORM**

##### Student/Centre to complete:

SURNAME/FAMILY NAME: Ellahi Begum FORENAMES: Sami Ullah

BOLTON STUDENT ID: 2116149 EMAIL: su4crt@bolton.ac.uk

DATE OF SUBMISSION: 24/11/2023

MODULE NO./TITLE:…SWE5202 Data Structures and Algorithms

TUTOR’S NAME: Abdul Razak…………………...... ……………………

COURSEWORK TITLE: Portfolio item 1: Cloning, Sorting, Searching, shallow and deep copying of objects. Please state if this is your FIRST submission OR REFERRED/DEFERRED submission

OR a REPEAT submission?

FIRST……………………………………………………………………………………

### Declaration

**I hereby declare that this work is my own work. I understand that if I am suspected of plagiarism or another form of cheating, my work be referred to Academic Registrar and/or the Board of Examiners, which may result in me being expelled from the programme. I understand once I submit this work, it will automatically belong to the University of Bolton.**

Academic staff to complete:

Feedback: …………………………………………………………………………………………………

……………………………………………………………………………………………........................

………………………………………………………………………………………………………………

…………………………………………………………………………………………………………......

Date Issued: W/C 30 October 2023 Hand-In Date: **(17 November 2023 @ 16:00)**

Other Relevant Date e.g. Demonstration **In class demonstration on or before W/C 13 November 2023.**

Received: On Time □ Late □ (within 5 days of published deadline date)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAOCAMAAAAYGszCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAD5JREFUKFNtzlEOADAEA9C6/6U3TWPK+iG8kECsAAsvTSQNlBjKDEWGZd+unTyrvhsHqFY4MoKMtszypWkRB3k9AMiN19V4AAAAAElFTkSuQmCC)

Mark awarded: ………..% Do not apply mark penalty unless the work was submitted late.

Assessors Name: …A. Razak……..………… Signature:.....................................................

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIAAAAAxCAMAAAAldlEpAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAlhJREFUWEfllttShDEIg933f2khpOVQ+h+d2Qu/GV1IAkW98efzjp/K5+bGVwfwzQ0MnfD4AL5yBtN7RoL5AdUNDAFKE8oROj3mMlmBV6GnUNnAEKDUAIupFqQG1BQqLcG2sEKhonrjQzKo9FpPyaAV2GZU3XpxzBqB/QFNcFUGIu4sZViaUdCc0kWhNfMi9UYCwxdfF/r0Rr18AMsrbNK6ZTFUON3eDT7h4IDj/QeBe5cdHHB+Qc6wSarXOes0OgRdsxkxLEAouKzCjIwGn5UZcJrpHiYc17LNTj8Whh9gr07AxASdjuJai6GF1fAewwkagNIxFrO0jVVWI/c6n6BOZxZXwFihkXc5ZyooFMjyvxcka3bYwGRV+gMMWyFYbaJiquJdMTIwlViTRUjYvEFJoJBeRamgNi0zzcwiVGw6DVKhFkoFNQU4BYQCi7CyDJoghNZKAXUUBCQG1Aa17yhz6IKkpdtoojBQg1ABa3ClDKELkpbZxlcFsQE1YQ2u5BHrgmTCBK1gNSQharNUwmQH0wKFsQnfgsJaQKuEYcJEmigxqutseo1EibWCvoE2cAHVGTk1h7BgPaDfSW8wNRR7+CdiB7yFJcRagWlQaRh2iUAW2DrUzfHKSI1Q+xbuuJCceJbDWy5tvX+AgwN0+sqPugU7Hi7QWYPCI3T86QJ7XWD/iHcL3k0bf7DiHf/+AH3/mwfg+e8dgB//awfY6/r7PzyAqQLNF3ARNj04wGHsHpwd068OGDB+DvMChZMDWrjhDdwE7h/gcN1dOE3eHDDh5gtwYPL5/AIcDhGdor+60AAAAABJRU5ErkJggg==)

Date:………………………….

Degree Conversions A: 70-100% B: 60-69% C: 50-59% D: 40-49% F: 0-39%

HND Conversions Pass: 40-49% Merit: 50-66% Distinction: 67-100%

**`**

**Late submission**

For late submission, see Assessment Regulations for Undergraduate Programmes: [https://www.bolton.ac.uk/assets/Assessment-Regulations-for-Undergraduate-Programmes-2023-24-V10-](https://www.bolton.ac.uk/assets/Assessment-Regulations-for-Undergraduate-Programmes-2023-24-V10-v2.pdf) [v2.pdf](https://www.bolton.ac.uk/assets/Assessment-Regulations-for-Undergraduate-Programmes-2023-24-V10-v2.pdf)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAMAAAADCAMAAABh9kWNAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAAxJREFUGFdjgAMGBgAADAABCLMSoAAAAABJRU5ErkJggg==)

|  |
| --- |
| **Creative Technologies** |
| **Course / Programme: BEng (Hons) in Software Engineering**  **Module name and code: Data Structures and Algorithms**  **SWE5202**  **Tutor: Abdul Razak**  **Assessment Number: Two**  **Assessment Title: Queues, Priority Queues and Linked Lists**  **Weighting 25%**  **Issue Date: W/C 30 October 2023**  **Submission Deadline: 17 November 2023 @16.00.** |
|  |

What would be the advantages and disadvantages if FlightQueue were to implement the

Queue interface?

**Advantages:**

1. **Standardization and Interoperability:**
   * *Advantage:* Implementing the **Queue** interface would make the **FlightQueue** class conform to a widely recognized standard interface in Java.
   * *Explanation:* This standardization improves interoperability with other Java classes and APIs that expect or work with **Queue** implementations. It enhances code compatibility and ease of integration.
2. **Ease of Use:**
   * *Advantage:* Clients familiar with the **Queue** interface can easily understand and use the **FlightQueue** class without having to learn a custom interface.
   * *Explanation:* Standard interfaces promote code readability and reduce the learning curve for developers, contributing to a more user-friendly API.
3. **Polymorphism and Flexibility:**
   * *Advantage:* Implementing the **Queue** interface enables polymorphic behavior, allowing instances of **FlightQueue** to be used wherever a **Queue** is expected.
   * *Explanation:* This flexibility is advantageous in scenarios where different queue implementations might be interchangeable, promoting a more modular and extensible design.
4. **Access to Queue-specific Methods:**
   * *Advantage:* Implementing the **Queue** interface provides access to additional queue-specific methods that might be useful in certain scenarios.
   * *Explanation:* While the **FlightQueue** class already provides specific methods, implementing the **Queue** interface ensures that users can leverage additional methods defined by the interface, enhancing functionality.

**Disadvantages:**

1. **Forced Implementation of Unnecessary Methods:**
   * *Disadvantage:* Implementing the **Queue** interface requires providing implementations for all its methods, even if some are not relevant to the specific requirements of **FlightQueue**.
   * *Explanation:* This could lead to the inclusion of methods that might not make sense in the context of a flight queue, potentially introducing unnecessary complexity.
2. **Limited Customization:**
   * *Disadvantage:* The **Queue** interface might not perfectly match the specific needs and characteristics of the **FlightQueue**.
   * *Explanation:* Implementing a more specialized interface or class might offer better customization options tailored to the unique requirements of a flight queue, avoiding unnecessary constraints.
3. **Potential Conflicts with Existing Methods:**
   * *Disadvantage:* The **Queue** interface may define methods with the same signature as existing methods in the **FlightQueue** class, potentially causing conflicts.
   * *Explanation:* This can lead to ambiguity and might require careful method naming to avoid clashes and maintain clarity in the API.
4. **Maintenance Challenges:**
   * *Disadvantage:* Changes in the **Queue** interface in future Java releases might necessitate updates to the **FlightQueue** class.
   * *Explanation:* This introduces a maintenance overhead, and the need for updates might arise if the **Queue** interface evolves, potentially affecting the stability of the existing codebase.

In summary, while implementing the **Queue** interface offers standardization and flexibility, it comes with the trade-offs of potential method conflicts, forced implementation of unnecessary methods, and limited customization. The decision should be based on the specific requirements and long-term goals of the application.

Top of Form

Which method(s) should be abstract in AbstractFlightQueue and which should remain concrete? Explain your choice.

**Abstract Methods:**

1. **joinQueue(Flight flight) Method:**
   * *Choice:* This method should be abstract.
   * *Explanation:* The specific behavior of adding a flight to the queue can vary between different types of flight queues (e.g., priority order or regular order). Making this method abstract enforces that each subclass provides its own implementation.
2. **landFlight() Method:**
   * *Choice:* This method should be abstract.
   * *Explanation:* The behavior of landing a flight depends on the type of flight queue. In a priority queue, it may involve landing the highest or lowest priority flight, while in a normal queue, it would involve landing the next flight in line. Making this method abstract enforces that each subclass provides its own landing logic.

**Concrete Methods:**

1. **size() Method:**
   * *Choice:* This method should remain concrete.
   * *Explanation:* The logic for getting the size of the flight queue is common across all types of flight queues. It does not depend on the specific type of queue, so it can be implemented in the base class and inherited by all subclasses.
2. **clear() Method:**
   * *Choice:* This method should remain concrete.
   * *Explanation:* Clearing the flight queue involves a common action of removing all flights, regardless of the type of queue. This behavior is not specific to the type of flight queue and can be implemented in the base class.
3. **display() Method:**
   * *Choice:* This method should remain concrete.
   * *Explanation:* Displaying the flights in the queue is a common action that does not depend on the type of flight queue. The implementation can be shared among all subclasses.

By making **joinQueue** and **landFlight** abstract, we ensure that subclasses provide their specific implementations, allowing for flexibility in defining different behaviors for different types of flight queues. The concrete methods (**size**, **clear**, and **display**) can be implemented in the base class, as they represent common actions across all types of flight queues. This design adheres to the first-class standards by promoting encapsulation and providing a clear structure for future extensions.

Explain the algorithm that you implemented for PriorityFlightQueue2, in particular evaluate the performance and the order of the algorithm using Big O notation.

**Algorithm Overview:**

For **PriorityFlightQueue2**, as per your request, let's assume it's using a linked list and sorting upon insertion. The basic algorithm would involve iterating through the linked list to find the correct position for insertion based on priority and then updating the linked list accordingly.

**Performance Evaluation:**

1. **Insertion (joinQueue Method):**
   * **Worst Case:** O(n)
     + In the worst case, the algorithm may need to iterate through the entire list to find the correct position for insertion.
   * **Best Case:** O(1)
     + In the best case, the algorithm can insert the flight at the beginning or end of the list without iterating.
2. **Landing (landFlight Method):**
   * **Worst Case:** O(1)
     + Removing the last element from a linked list is generally an O(1) operation.
   * **Best Case:** O(1)
     + Same as the worst case, as it always removes the last element.
3. **Sorting (Sorting operation after each insertion):**
   * **Worst Case:** O(n log n)
     + If a sorting algorithm like Collections.sort (which uses a variant of merge sort) is employed after each insertion, the worst-case time complexity for sorting is O(n log n).
   * **Best Case:** O(n log n)
     + Same as the worst case.

Does the flight queue appear sorted when you print it? If not why not, see the JavaDocs for a hint? Is it evident that queue was sorted when the flights are landed?

Based on the provided output from the test, it appears that the flight queues are not sorted when printed. This is expected behavior because the **java.util.PriorityQueue** does not guarantee a sorted order when iterated over. The priority queue maintains the elements in a way that the highest priority element is served first when using **poll()**.

Here's an explanation based on the JavaDocs:

1. **Printed Order:**
   * The output order when printing the flights directly from the priority queue may not match the priority order. This is because the **PriorityQueue** does not provide a guarantee on the order when iterated using a loop or other direct print methods.
2. **Landing Order:**
   * When landing flights (**landFlight** operation), the **poll()** method is used to remove and return the highest priority flight. The landing order is based on priority, and in this case, it seems evident that the queue was sorted when the flights are landed.

**JavaDocs Hint:**

* The JavaDocs for **PriorityQueue** explicitly mention that the iterator provided in method **iterator()** does not guarantee any particular order. Here's an excerpt from the JavaDocs:

This clarifies why the printed order may not be sorted when directly printing the flights from the priority queue.

In summary, while the printed order may not appear sorted due to the behavior of PriorityQueue, the landing order is indeed based on priority, as evidenced by the poll() method removing the highest priority flight.
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